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Weight Distribution for Non-binary Cluster LDPC Code Ensemble*

Takayuki NOZAKI'®, Member, Masaki MAEHARA ™, Nonmember, Kenta KASAI''®, Member,

SUMMARY  This paper derives the average symbol and bit weight
distributions for the irregular non-binary cluster low-density parity-check
(LDPC) code ensembles. Moreover, we give the exponential growth rates
of the average weight distributions in the limit of large code length. We
show the condition that the typical minimum distances linearly grow with
the code length.
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1. Introduction

Gallager invented low-density parity-check (LDPC) codes
[1]. Due to the sparseness of the parity check matrices,
LDPC codes are efficiently decoded by the belief propa-
gation (BP) decoder. Optimized LDPC codes exhibit per-
formance very close to the Shannon limit [2]. Davey and
MacKay [3] have found that non-binary LDPC codes out-
perform binary ones.

The LDPC codes are defined by sparse parity check
matrices or sparse Tanner graphs. For the non-binary LDPC
codes, the Tanner graphs are represented by bipartite graphs
with variable nodes, check nodes and labeled edges. The
LDPC codes defined by Tanner graphs with the variable
nodes of degree d, and the check nodes of degree d. are
called (dy, d.)-regular LDPC codes. It is empirically known
that the best performance is achieved by (2, d..)-regular non-
binary LDPC codes for large order of Galois field [4].

Savin and Declercq proposed the non-binary cluster
LDPC codes [S5]. For the non-binary cluster LDPC code,
each edge in the Tanner graphs is labeled by a cluster which
is a full-rank p X r binary matrix, where p > r. In [5], Savin
and Declercq showed that there exist expurgated (2,d.)-
regular non-binary cluster LDPC code ensembles whose
minimum distances in terms of bit weight linearly grow with
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the code length.

Deriving the weight distribution is important to analyze
the decoding performances for the linear codes. In particu-
lar, in the case for LDPC codes, the weight distribution gives
a bound of decoding error probability under maximum like-
lihood decoding [6] and error floors under belief propaga-
tion decoding and maximum likelihood decoding [7], [8].

Studies on weight distribution for non-binary LDPC
codes date back to [1]. Gallager derived the symbol-weight
distribution of Gallager code ensemble defined over Z/qZ
[1]. Kasai et al. derived the average symbol and bit weight
distributions and the exponential growth rates for the irreg-
ular non-binary LDPC code ensembles defined over Ga-
lois field F,, and showed that the normalized typical min-
imum distance does not monotonically grow with g [9]. An-
driyanova et al. derived the bit weight distributions and the
exponential growth rates for the regular non-binary LDPC
code ensembles defined over Galois field and general linear
group [10].

This paper assumes the random irregular non-binary
cluster LDPC code ensembles. Firstly, we derive the av-
erage symbol and bit weight distributions for the irregular
non-binary cluster LDPC code ensembles. Secondly, we
show the exponential growth rates of average symbol and
bit weight distributions in the limit of large code length. Fi-
nally, we show the condition that the typical minimum dis-
tances linearly grow with the code length.

The remainder of this paper is organized as follows:
Sect. 2 defines the irregular non-binary cluster LDPC code
ensembles. Section 3 derives the average weight distribu-
tions for the irregular non-binary LDPC code ensembles.
Section 4 gives the exponential growth rates of the aver-
age weight distributions in the limit of large code length and
shows some numerical examples for the exponential growth
rates.

2. Preliminaries

In this section, we review non-binary cluster LDPC codes
[5] and define the irregular non-binary cluster LDPC code
ensembles. We introduce some notations used throughout
this paper.

2.1 Non-binary Cluster LDPC Code

The LDPC codes are defined by sparse parity check matrices
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or sparse Tanner graphs. For the non-binary LDPC codes,
the Tanner graphs are represented by bipartite graphs with
variable nodes, check nodes and labeled edges.

For the non-binary cluster LDPC codes, each edge in
the Tanner graphs is labeled by a cluster which is a full-rank
p X r binary matrix, where p > r. Let F, be the finite field
of order 2. Note that the non-binary LDPC codes defined by
Tanner graphs labeled by general linear group GL(p, F,) are
special cases for the non-binary cluster LDPC codes with
p=r.

We denote the cluster in the edge between the v-th vari-
able node and the c-th check node, by h.,. For the cluster
LDPC codes, r-bits are assigned to each variable node in
the Tanner graphs. We refer to the r-bits assigned to the v-th
variable node as symbol assigned to the v-th variable node,
and denote it by x, € IF}.

For integers a, b, we denote the set of integers between
a and b, as [a; b]. More precisely, we define

[;b]:z{{neNlaSnsb}, a<b,
0=, a>b.

The non-binary cluster LDPC code defined by a Tanner
graph G is given as follows:

C(G) = {(x1,...,xy) € E)Y
| Svencioheox; =07 € F) Ve e [1; M]),

where N;(c) represents the set of indexes of the variable
nodes adjacent to the c-th check node. Note that N is called
symbol code length and the bit code length n is given by rN.

2.2 Trregular Non-binary Cluster LDPC Code Ensemble

Let £ and R be the sets of degrees of the variable nodes and
the check nodes, respectively. Irregular non-binary cluster
LDPC codes are characterized with the number of variable
nodes N, the size of cluster p, r and a pair of degree distri-
butions, A(x) = Y, 4:x7! and p(x) = Yer pix' !, where A;
and p; are the fractions of the edges connected to the variable
nodes and the check nodes of degree i, respectively.
The total number of the edges in the Tanner graph is

E:=N/ [ Awdx.

The number of check node M is given by
1 1

M = (fo p(x)dx/f0 /l(x)dx)N =: kN.

Let L; and R; be the fraction of the variable nodes of degree
i and the check nodes of degree j, respectively, i.e.,

.ol .l
L;:= /li/(zfo /l(x)dx), R; = pj/(JfO p(x)dx).
The design rate is given as follows:
1 —«p/r.

Assume that we are given the number of variable nodes
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N, the size of the clusters p, r and the degree distribution pair
(4,p). An irregular non-binary cluster LDPC code ensem-
ble G(N, p,r, A, p) is defined as the following way. There
exist L;N variable nodes of degree i and R;M check nodes
of degree j. A node of degree i has i sockets for its con-
nected edges. Consider a permutation 7 on the number of
edges. Join the i-th socket on the variable node side to the
n(i)-th socket on the check node side. The bipartite graphs
are chosen with equal probability from all the permutations
on the number of edges. Each cluster in the edges is chosen
a full-rank p X r binary matrix with equal probability.

3. Weight Distribution for Non-binary Cluster LDPC
Code

In this section, we derive the average symbol and bit weight
distributions for the irregular non-binary cluster LDPC code
ensemble G(N, p, r, A, p).

We denote the r-bit representation of x; € F), by
(xi1,-..,xi,). For a given codeword x = (x1,x2,...,Xn),
we denote the symbol and bit weight of x, by w(x) and
wp(x). More precisely, we define

w(x) := [{i € [I;N] | x; # 0}],
wy(x) == [{(Q, j) € [L;N] x [1;r] | x;; # O}

For a given Tanner graph G, let A%(¢) (resp. A%(()) be the
number of codewords of symbol (resp. bit) weight £ in C(G),
i.e.,

AS(0) = ltx € CG) | w(x) = ¢},
AS(0) = ltx € CG) | wy(x) = €}].

For the irregular non-binary cluster LDPC code ensemble
G(N, r, p, A, p), we denote the average number of codewords
of symbol and bit weight £, by A(€) and Ay(£), respectively.
Since each Tanner graph in the ensemble G = G(N, r, p, 4, p)
is chosen with uniform probability, the following equations
hold:

AD) = TeegASD/IG), A(D) = TeegARD/IG.

Since the number of full-rank binary p X r matrix is
Hf;(} (27 — 2, the number of codes in the ensemble G =
G(N,r, p, 4,p) is derived as

Gl = E[Tiza 2" = 2}, (1)

3.1 Symbol Codeword Weight Distribution

At first, we will derive the average symbol weight distribu-
tions for the irregular non-binary cluster LDPC code ensem-
bles.

Theorem 1: The average number A({) of codewords of
symbol weight ¢ for the irregular non-binary cluster LDPC
code ensemble G(N, p,r, 4,p) is
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M@=§f”‘n%%§@m0quﬁwﬁ)
k=0 (k)(zp — 1)
P(s, 1) := HieL(I + sﬂ')Li’ O®) := HjERfj(M)KR/,

1 . .
fiw) = 2—p[{1 +Q7P=Duy + 2" -DUA-w], 3)

)

where coef(g(s, t, u), s't/uf) is the coefficient of the term
sieiuk of a polynomial g(s, t, u).

proof: We follow a similar way in [9, Theorem 1].

We refer to an edge as active if the edge connects to a
variable node to which a non-zero symbol is assigned. We
will derive the average number of codewords A(¢, k) with
symbol weight ¢ and the number of active edges k.

Firstly, we count the edge constellations satisfying the
constraints of the variable nodes. Consider a variable node v
of degree i. Define the parameter  as 1 if a non-zero symbol
is assigned to the variable node v, and otherwise 0. For a
given £ € [0;1] and k € [0; ], let a;(Z, k) be the number of
constellations of k active edges which stem from a variable
node of degree i. The i edges connected to v are active if and
only if a non-zero symbol is assigned to the variable node v.
Hence, we have

1, £=0,k=0,
al,k)=42"-1, ¢=1, k=i,
0, otherwise.

The generating function of ;(Z, k) is written as follows:
Dlal@ st =1+ - st
Lk
Since there are L;N variable nodes of degree i, for a given
¢ and k, the number of edge constellations satisfying con-

straints of the N variable nodes in the Tanner graph is given
by

coef([Tie ll + (2" = Dst'}N, s4).
This equation is simplified as follows:
@ = 1) coef([Tie (1 + st 5'1¥). %)

Secondly, we count the edge constellations satisfying
all the constraints of the check nodes. Consider a check node
c of degree j. Let m j(l~c) be the number of constellations of
the k active edges satisfying a check node of degree j. In
other words,

mi® = [{@1,9,..yj) € @) |

Z{Zlyi =0,{i |y; #0} = I}}'

Asin [1, Eq.(5.3)], m;(k) is given as follows:

y i\ 1 ; :
w®=@§mhnﬂeWm—w
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The generating function of m‘,~(1~<) is written as follows:
£ =" mout
k

= zip[{l +(27 = D + @27 = (1 - wy].

Since there are kR;N check nodes of degree j, for a given
number of active edge k, the number of the constellations
satisfying all the constraints of the check nodes is given as:

coef ([T jer i)™, u¥). )

Thirdly, we count the edge permutation and the num-
ber of clusters which satisfy the edge constraints. For
a given number of active edge k, the number of permu-
tations of edges is given by k!(E — k)! and the number
of clusters which satisfy the edge constraints is equal to
(@ - 29) (@2 - 2))" ", Hence, for a given
number of active edge k, the number of choices for the per-
mutation of edges and clusters is

KE-RH (e -2) (Mzer-29)"" ©

By multiplying Egs. (4), (5) and (6), and dividing by
Eq. (1), we obtain the average number of codewords A(¢, k)
with symbol weight ¢ and the number of active edges k as

(2" = Dcoef((P(s, Q) s'*uk)
(e - |

AL, k) =

Since A(¢) = Z,szA(é’, k), we get Theorem 1. ]
Theorem 1 gives the following corollary.

Corollary 1: For the irregular non-binary cluster LDPC

code ensemble G(N, p, r, 4, p), the following equations hold:
A0) =1,

@ = DV [1erl@” = D7 + =1/ @7 = D"

@ = 1F ™ ‘

A(N) =

3.2 Bit Codeword Weight Distribution

In a similar way to the average symbol weight distribution,
we are able to derive the average bit weight distribution
for the irregular non-binary cluster LDPC code ensemble
G(N, 1, p, A, p). At first, we consider a variable node of de-
gree i. For a given bit weight ¢ € [0;r], let ab,i(f, l~c) be the
number of constellations of k active edges which stem from
a variable node of degree i. From the definition of active
edges, we have

1, ¢=0k=0,
ani (0, k) =13(5). Tellirl k=i,
0, otherwise.

The generating function of ay,;(Z, k) is given as:
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Dl an @ s = 1+ {1+ )" - 1)
Ik
Since there are L;N variable nodes of degree i, the number

of constellations of k active edges satisfying constraints of
the N variable nodes with bit weight ¢ is

coef([Tie[1 +{(1+ s)" = 11N, 5'1).

By using this equation, in a similar way to proof of the av-
erage symbol weight distributions, we obtain the average
number Ay () of codewords of bit weight ¢ as follows:

Theorem 2: Let n = rN be the bit code length. Define
fj() as in Eq. (3). The average number Ay (£) of codewords
of bit weight ¢ for the irregular non-binary cluster LDPC
code ensemble G(N, p,r, 4,p) is

E

coef((Py(s, )Op(w))", s'*u")
An(0) =
0=, (B)r -
Po(s,8) := [Liegl +{(1 + 5) - I
Ov(u) := Hjeerj(M)KRj/r.

Theorem 2 gives the following corollary.

Corollary 2: For the irregular non-binary cluster LDPC
code ensemble G(N, p, r, 4, p), the following equations hold:
Ap(0) =1,

[1jerl@” = 1Y + (=1y/27 — D™

Aol = @ DFa”

4. Asymptotic Analysis

In this section, we investigate the asymptotic behavior of
the average symbol and bit weight distributions for the non-
binary cluster LDPC code ensembles in the limit of large
code length.

4.1 Growth Rate
We define
.1 . 1
y(w) = Al]l_l’)lgo N log,- A(wN) = 1\1/1_120 N log, A(wN),

o1
Yolwyp) = r}ggo P log, Ap(wph),

and refer to them as the exponential growth rates or simply
growth rates of the average number of codewords in terms
of symbol and bit weight, respectively. To simplify the no-
tation, we denote log,(-) as log(-).

With the growth rate, we are able to roughly estimate
the average number of codewords of symbol weight wN
(resp. bit weight wyn) by

A(wN) ~ (2N (resp. Ap(wpn) ~ 27"

where ay ~ by means that limy_,., N~' logay/by = 0.
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4.1.1 Growth Rate of Symbol Weight Distribution

Theorem 3: Define w = {/N and € := E/N. The growth
rate y(w) of the average number of codewords of normal-
ized symbol weight w for the irregular non-binary cluster
LDPC code ensemble G(N, p, r, A, p) with sufficiently large
Nisgiven by, forO < w < 1,

yw) = sup inf l[mg P(s, 1) + log Ou) — eh(ﬁ )

0<p<e $>0.>0u>0 1 €

- Blog(u(@ = 1) - wlog( 5 |

:sup inf
0<p<e $>0,/>0,u>0

=: sup y(w,p), @)
0<pB<e

y(w,B, s, t,u)

where h(x) := —xlogx — (1 — x)log(1 — x) for 0 < x < 1.
A point (s, t,u) which achieves the infimum of the function
y(w, B, s, t,u) is given in a solution of the following equa-
tions:

s OP st
= —— = L—
“=Pos Z "1+ st ®)
i€l
t OP ist
P=par = LMo ©
u dQ u Ofj
= 222 o N R —— L), 10
B=Ga ékﬁf,-(mau(”) (10)
where
af; 27 -1

_J R _ -1 _ _ i—1
W= {1 +@7 = Duf™ -1 -w)/"].

The value 8 which gives the supremum of y(w, 5) needs to
satisfy the stationary condition

B = Q2" = Diu(e - p). (1)

The proof of Theorem 3 is in Appendix.

From Corollary 1 and the definition of growth rate, we
derive the growth rate of average number of codewords with
w = 0,1 as follows:

Corollary 3: For the irregular non-binary cluster LDPC
code ensemble G(N, p, r, A, p) in the limit of large symbol
code length N, the following equations hold:

v(0) =0,
y(1) = r '[log(2" - 1) — €log(2” — 1) — kp
+ X jerkR; log{(2” = 1) + (=1)/(2” = )}].

Moreover, by letting p, r tend to infinity with a fixed ratio,
we have

y(1) = 1 —=«p/r,

namely, y(1) tends to the design rate.
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For a fixed normalized symbol weight w, the interme-
diate variables s,t,u and S are derived from Egs. (8), (9),
(10) and (11). Hence, the intermediate variables s, 7, u and
B are represented as functions of w. Thus, we denote those
intermediate variables, by s(w), H{w), u(w), B(w).

The derivation of y(w) in terms of w is simply ex-
pressed as the following lemma.

Lemma 1: For s > 0 such that Eqgs. (8), (9), (10) and (11)
hold, we have

s(w)
2’ -1

L () =~ log

proof: We follow a similar way in [11]. For a fixed w,
we denote the value achieving the supremum of y(w,8) by
B and the point achieving the infimum of y(w, ﬁ s, t,u) by
(8,7, 11). Then, y(w) = y(w, ,8 §,f, ) holds and,B §,f, 0 sat-
isfy Egs. (8), (9), (10) and (11). From Eq. (7), we have

dyw) _ d PP
dw da) Y@, 51, it)
1 [1dP wd§ pBdi

T rIn2|Pdo  § dw tdw+de it dw

LB €h_ S5 (12)
do (20 - )i @2 -1

1dQ Bdi

From (8) and (9), we have

10P di wds§ ﬁdt

Patdw_ sda) fdw

1dp 1P ds

Pdw P85 dw
In other words, the sum of the first three terms of Eq. (12) is
equal to 0. Similarly, from (10), we have

idQ l(’)Qdu ﬁdu
0dw Qaudw fidw’

i.e., the sum of forth and fifth terms of Eq. (12) is equal to 0.
From (11), we see that the sixth term of Eq. (12) is equal to
0. This concludes the proof. O

4.1.2 Growth Rate of Bit Weight Distribution

In a similar way to symbol weight, we are able to derive the
growth rate for the average number of codewords in terms
of bit weight. Hence, we omit the proofs in this section.

Theorem 4: Define w, = {/n and €, := E/n. The growth
rate yp(wp) of the average number of codewords of normal-
ized bit weight wy, for the irregular non-binary cluster LDPC
code ensemble G(N, p,r, 4,p) with sufficiently large N is
given by, for 0 < wy, < 1,

vo(wp) = sup inf

0<By<e» 5>0,>0,u>0

[10g Py(s, 1)+ log Qy(@)

—ebh(ﬂ) — By log(tu(2” — 1)) — wp log s

=: sup inf
0<ﬁb<5b 5>0,t>0,u>0

Yo(we, Bo, S, t, 1)
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=1 sup Yo(wn,Bo)-
0<By<ep
A point (s, t, ) which achieves the infimum of the function
Vb (W, Bb, S, 1, 1) is given in a solution of the following equa-
tions:

s 0Py ‘ (1 + sy~ Lst
@b = EK‘;L’H{(lH)r—l}zi’ (13)
_t 0Py L {(1+ ) = 1)¢
Po= o P, ot ‘ZL: r 1+ {(1+s)y —1)d° (14)
u 00y kR; u Ofiu)
===\ 15
o= 00 au j;‘rfj(u) ou as)

The value S, which gives the supremum of y,(wy, Bp) needs
to satisfy the stationary condition

By = (2" = Dtu(e, = Bo).

Corollary 4: For the irregular non-binary cluster LDPC
code ensemble G(N, p,r, 4, p) in the limit of large bit code
length n, the following equations hold:

7(0) =0
(1) = - log(2” — 1) - k2
;

+> @ log{(2” = 1)/ + (=1)/ (2" - 1)).

JjerR

Moreover, by letting p, r tend to infinity with fixed ratio, we
have

yo(1) = —«kp/r.
Lemma 2: For s > 0 such that Egs. (13), (14) and (15)
hold, we have

d
M (wy) = ~log s(wy).

dwb

4.2 Analysis of Small Weight Codeword

In this section, we investigate the growth rate of the average
number of codewords of symbol and bit weight with small
w. We denote the right-hand limit of f at x, by limq , f(?).

Theorem 5: For the irregular non-binary cluster LDPC
code ensemble G(N, p, r, A, p) with A, > 0, the growth rate
y(w) of the average number of codewords in terms of sym-
bol weight, in the limit of large symbol code length for small
w, is given by

P _

@) ==t o

] + o). (16)

where f(x) = o(g(x)) means hmx\o| | = 0 and where

A0)p'(1) = 2 X jer(j = Dpj-
proof: Note that for w > 0,

g(x)
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d+
V(w)=7(0)+wdy(0)+0(w), (17)
w
where
dy @)=y . dy
2o V= Iy = lm 5o

From Corollary 3, we have y(0) = 0. Hence, we will calcu-
late lim,\ o j—z)(a)). From Lemma 1, we have

s(w)
2r—1°

d 1
lim <X (w) = —~ lim log (18)
w w

N0 d 7 w\0

Recall that s(w) satisfies Eqgs. (8), (9), (10) and (11). From
Eq. (8), for w \, 0, it holds that s#' \, 0 for i € £. By using
this and Eq. (9), we have 8\ 0. Notice that

fiw) =1+ (§)@° = i + o). (19)
By combining Eqgs. (10) and (19), and 8\ 0, we get

B =ep (D7 - Du? + o(u?).
Substitution of this equation into Eq. (11) yields

t=p (Du + o(u). (20)

The combination of this equation and u# ~\, 0 gives ¢ ™\ 0.
Since ¢ N\, 0 and A, > 0, from Eq. (9), we get

B= edyst® + o(tz).

Substituting this equation into Eq. (11), we have

u Arst + o(1). 21

Towo1
Combining Egs. (20) and (21), we have for w N\, 0
s(w)y=27 - 1)————.
A(0)p(1)
Thus, from Eq. (18), we obtain
1 2" -1

. dy
lim —~ =-1
J{% dw(w) r 8 2P —1

2(0)p' ().

From this equation and Eq. (17), we obtain Theorem 5. O

Similarly, the growth rate of the average number of
codewords in terms of bit weight with small weight wy, is
given in the following theorem.

Theorem 6: For the irregular non-binary cluster LDPC
code ensemble G(N, p, r, A, p) with A, > 0, the growth rate
vp(wp) of the average number of codewords in terms of bit
weight, in the limit of large bit code length for small wy, is
given by

2P -1 Lr
7/1’(0)#(1) + l) - 1] + o(wp).

(22)

Yo(wp) = —wy log[(

We define
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6" :=1inflw > 0| y(w) = 0},
0y, = inf{wy, > 0| yp(wp) = 0},

and refer to them as the normalized typical minimum dis-
tance in terms of symbol and bit weight, respectively. Recall
that the average number of codewords of symbol weight wN
(resp. bit weight wyn) is approximated by A(wN) ~ 2/7@N
(resp. Ap(wpn) ~ 272y Since y(w) < 0 (resp. yp(wp) <
0) for w € (0, 6) (resp. for wy, € (0, 67)), there are exponen-
tially few codewords of symbol weight wN (resp. bit weight
wypn) for w € (0, 6%) (resp. for wy € (0, 6p)).
Theorem 5 and 6 gives the following corollary.

Corollary 5: For the irregular non-binary cluster LDPC
code ensemble G(N, p, r, A, p) with sufficiently large N, the
normalized typical minimum distances 6* and ¢} in terms of
symbol and bit weight, respectively, are strictly positive if

2P -1
2r—1°
Moreover, 6" = 0 and 6; = 0 if

A0)p'(D) <

(23)

27 —1
A (0)' (1) > .
O/ (1) > T
proof: At first, we derive a sufficient condition for 6; >
0. The normalized typical minimum distance ¢ is strictly
positive if coef(yy(wy), wp) < 0 for small wy. From Eq. (22),
coef(yp(wp), wp) < 0 for small wy, if and only if

2P —1

E= 2oLy
A(0)p’(1)

1O "
This leads Eq. (23).
Secondly, we derive a necessary condition for 6 > 0.
If 20’ (1) > (27 - 1)/(2" — 1), then yp(wp) > 0 for small
w from Theorem 5. Hence, if ’(0)p’(1) > 27 —1)/(2" - 1),
then ¢} = 0.
Similarly, we are able to derive a necessary condition
and a sufficient condition for 6* > 0 by using Theorem 5.

1/r
1) -1>1 <

]

Remark 1: For the non-binary LDPC code ensembles de-
fined over finite field Fy,, the normalized typical minimum
distances are 0 if A’(0)p’(1) > 1 [9]. For the non-binary
LDPC code ensembles defined by the parity check matrices
over general linear group GL(p, F,), a sufficient condition
that the normalized typical minimum distances are O is also
A (0)p’(1) > 1 from Corollary 5 with p = r. Hence, we
see that the typical minimum distances are 0 if we employ
(2,d.)-regular non-binary LDPC code ensembles defined by
Galois fields and general linear groups.

On the other hand, in the case for the non-binary cluster
LDPC code ensembles, a sufficient condition that the nor-
malized typical minimum distances are strictly positive de-
pends on not only A’(0)p’(1) but also the size of cluster p, r
as in Corollary 5. Therefore, for arbitrary degree distribu-
tion pair (4, p) (even for (2, d.)-regular LDPC code), we are
able to satisfy Eq. (23) with fixed ratio p, r.
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Fig.1  Growth rates to the average symbol weight distributions for the
(2, 8)-regular non-binary cluster LDPC code ensembles with the cluster
size (p,r) = (2,1),(4,2),...,(18,9).
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Fig.2  Growth rates to the average symbol weight distributions for the

(2, 8)-regular non-binary cluster LDPC code ensembles with the cluster
size (p,r) = (2,1),(4,2),...,(18,9).

Remark 2: For c-th check node, Savin and Declercq [5]
defined the c-th component code by the null space of the
following matrix:

Hc = (hc,vl hc,vz hc,vk) B
where vy, v,,...,0; are the elements in N.(c). The local
minimum distance is defined by mine[i.a A, where A, is
the minimum distance of the c-th component code. The ex-
purgated ensemble &(N, p, r, d., A) consists of the subset of
the codes G(N, p, r, x, x%=1) whose local minimum distance
are A. In the above setting, Savin and Declercq [5] showed
that there exist E(N, p, r, d., A) whose minimum distance in
terms of bit weight grows linearly with the code length.

On the other hand, Corollary 5 shows conditions that
the typical minimum distances in terms of symbol and bit
weight linearly grow with the code length for the random
irregular non-binary cluster LDPC code ensembles.

4.3 Numerical Examples

In this section, we show some numerical examples of the

IEICE TRANS. FUNDAMENTALS, VOL.E96-A, NO.12 DECEMBER 2013
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Fig.3  Growth rates to the average bit weight distributions for the (2, 8)-
regular non-binary cluster LDPC code ensembles with the cluster size
(p,r)=(2,1),(4,2),...,(18,9). The black solid curve (random code) gives
the growth rate for the binary random code ensemble of rate 0.5.
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Fig.4  Growth rates to the average bit weight distributions for the (2, 8)-
regular non-binary cluster LDPC code ensembles with the cluster size
(p,n=02,1,42),...,(18,9).

growth rates for the cluster non-binary LDPC code ensem-
bles. As mentioned in Remark 1, we are able to obtain the
(2,d.)-regular non-binary cluster LDPC code ensemble with
strictly positive normalized typical minimum distance. In
this section, to confirm the above, we employ the (2, 8)-
regular non-binary cluster LDPC code ensembles. To keep
the design rate at half, we fix the ratio of the cluster size as
p/r=2.

Figures 1 and 2 give the growth rates to the average
symbol weight distributions for the cluster size (p,r) =
(2,1),(4,2),...,(18,9). As shown in Corollary 3, y(1) tends
to the design rate 0.5. From Fig. 2, we see that the slopes
of the growth rates at w = 0 are negative and the nor-
malized typical minimum distance §* is strictly positive for
(p,r) =(6,3),(8,4),...,(18,9). This confirms Corollary 5.

Figures 3 and 4 give the growth rates to the aver-
age bit weight distributions for the cluster size (p,r) =
(2,1),(4,2),...,(18,9). The black solid curve in Fig.3
shows the growth rate of the binary random code ensemble
of rate 0.5. As shown in Corollary 4, y,(1) tends to —0.5.
Moreover, we see that the curves in wy, > 1/2 converge to
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Fig.5 The normalized typical minimum distance §* of the symbol
weight distribution for the (2,8)-regular non-binary cluster LDPC code en-
semble with the cluster size (p,r) = (2, 1),(4,2),...,(18,9).
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Fig.6  The normalized typical minimum distance &}, of the bit weight

distribution for the (2,8)-regular non-binary cluster LDPC code ensemble
with the cluster size (p,r) = (2,1),(4,2),...,(18,9).

the growth rate of the binary random code ensemble. From
Fig. 4, we see that the slopes of the growth rates at w, = 0
are negative and the normalized typical minimum distance
oy, 1s strictly positive for (p,r) = (6,3),(8,4),...,(18,9).
This confirms Corollary 5.

Figures 5 and 6 give the normalized typical mini-
mum distance ¢* and 6; of the symbol and bit weight
distribution, respectively, for the cluster size (p,r) =
2,1),4,2),...,(18,9). From Figs.5 and 6, we see that
the normalized typical minimum distances ¢* and 6; do not
monotonically increase with the size of cluster (p, r). In this
case, the normalized typical minimum distances 6", 6;; have
the local maximum at (p, r) = (12, 6).

5. Conclusion

This paper has derived the average symbol and bit weight
distributions for the irregular non-binary cluster LDPC
code ensembles. Moreover, we have given the exponential
growth rates of the average symbol and bit weight distri-
butions in the limit of large code length. Furthermore, we
have shown a condition that the typical minimum distances
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linearly grow with the code length.
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Appendix: Proof of Theorem 3

To prove Theorem 3, we employ the following lemma.

Lemma 3: [12, Theorem 2] Let p(x, x;) be a multivariate
polynomial with non-negative coefficients. Let @) > 0 and
@ > 0 be some rational numbers and let n; be the series of
all indexes j such that coef(p(x, x2)/, x]"/x5*/) # 0. Then

n; ! log coef(p(x1, x2)™, (' x5)")
< inf {log p(x1,x2) —ajlogx; —azlogxy}, (A-1)
x1,x2>0
and
lim 7! log coef(p(x;, x2)", (' x5)")

= inf 0{10g p(x1, x2) —aylogx; —azlogxy}.  (A-2)

X1,X2>
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A point (x1,x;) achieves the minimum of the function
p(x1, x2)/(x]'x5?), if and only if it satisfies the following
equations for k = 1,2:

0
xk_p(xla X2) = agp(xy, X2).

6xk

proof of Theorem 3: Since the number of terms in Eq. (2) is
equal to E + 1, we get

sup A(l, k) < A(l) < (E+1) sup AL, k).
ke[0:E] ke[0:E]

Hence, we have
1
hm —logA({’) = hm — sup logA(, k). (A-3)
o rN N—eco N jef0;E)
From this equation, we have for 0 < w < 1
1
y(w) = hm sup — log A(wN, BN). (A-4)
Nowgegee FN
At first, we derive an upper bound of y(w). Since

log( ) > nh(k/n) —log(n + 1), we get

1

eN\ 1
-—lo g(ﬁ )s — log(eN + 1) - ;h(ﬁ/e).

By combining this inequality and Eq. (A- 1), we obtain
1
sup — log A(wN, SN)
0<p<e 'N

< sup r
0<B<e

+ imi){log P(s, 1) —
5,1>

wlog2" - 1) - eh(B/e) - Blog2” - 1)
wlogs —Blogt}
+ inf{log Q) - Blog u}] + (rN) " log(eN + 1)

= sup y(w,B) + (rN) ' log(eN + 1).
0<B<e

This upper bound yields

1
y(w) = hm sup N log A(wN, BN)

N> gcpee

< sup y(w,p). (A-5)
0<B<e

Secondly, we derive a lower bound of y(w). Since
lim; e SUP,cx fi(X) > sup,.x lim;_, f;(x) for any sequence
of functions {f;(x)} converging on X, Eq. (A- 4) gives

1

v(w) = sup hm —logA(wN BN).
0<p<eN o N

From Eg.(A-2), the right-hand side of this inequality is

equal to supyg. . ¥(w, B). Thus, we obtain

Y(w) = sup y(w,p). (A-6)

0<B<e

By combining Eqgs. (A-5) and (A 6), we leads Eq.(7).

IEICE TRANS. FUNDAMENTALS, VOL.E96-A, NO.12 DECEMBER 2013

Lemma 3 derives a point (s, ¢, #) which achieves the
infimum of the function y(w, S, s, ¢, u). Since value S which
gives the supremum of y(w, 8) needs to satisfy the stationary

condition 3—;((1), B) =0, we get Eq. (11). O
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